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# **LEVEL 1: Easy**

### Find factorial of number using recursion.

### Find the nth term of Fibonacci series. 0,1,1,2,3,5,8…

### Recursive function to reverse the string.

### Print 1 to n numbers using recursion.

### Print 1 to n numbers in reverse order (descending order).

### Write recursive function to calculate sum of ranges of numbers

Eg: sum of all numbers from a to b (a and b inclusive)

### Find gcd of two numbers.

### Recursive function to count occurrences of given character in string

### Write a recursive function to find sum of all digits in a number.

Eg. For number 101249, sum of digits is 17

### Find maximum number in the list of integers.

### Recursive function to find power of number.

Eg. Find num power of x, in most effective way

### Recursive function to check if string is palindrome.

### Print a special series

You are given a series defined by Tn= (Tn-2)2 – (Tn-1) .Here 1st and 2nd values are 0,1. Print the first N values.

[GFG question](https://practice.geeksforgeeks.org/problems/gf-series3535/1?page=1&difficulty%5b%5d=-2&difficulty%5b%5d=-1&difficulty%5b%5d=0&category%5b%5d=Recursion&sortBy=difficulty)

# LEVEL 2: **Moderate**

### Print star pattern.

Eg. For n = 4 pattern is \*\*\*\* \*\*\* \*\* \*

### Print Pattern

Print a sequence of numbers starting with n, without using a loop. Replace n with n - 5, n−5... until n≤0. Then, replace n with n+5, n + 5, n+5 until n regains its initial value.

[GFG question](https://www.geeksforgeeks.org/problems/print-pattern3549/1?page=1&category=Recursion&difficulty=Easy&sortBy=accuracy)

### Find ways to go to party.

There are N persons who want to go to party. There is constraint that any person can either go alone or go in a pair. Calculate number of ways in which n persons can go to the party. Eg for n=3 , persons A,B,C can go as [A,B,C] , [A,(B,C)] , [(A,B),C] , [(A,C),B] = total 4 ways

### Recursive function to merge two sorted lists.

### Print all subsets of array.

### Count of binary strings

Count number of ways to make a binary string of length n, where there is no adjacent 1.

### Print all n length binary strings not having adjacent 1’s.

### Print all permutations of a string.

### Is subsequence?

Given two strings s and t, return true if s is a subsequence of t, or false otherwise. A subsequence of a string is a new string that is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (i.e., "ace" is a subsequence of "abcde" while "aec" is not).

### Print all paths in 2D grid

You are given a 2D grid (m × n), you are at the top left point and you need to reach bottom right point. You can only go right or down. Count all possible ways and also print all the paths.

### Print all paths in 2D grid with diagonal move too

You are given a 2D grid (m × n), you are at the top left point and you need to reach bottom right point. You can only go right or down and diagonally down too. Print all the paths.

# LEVEL 3: **Difficult**

# LEVEL 4: **Expert**

# **SOLUTIONS:**

## **LEVEL 1:**

1. Factorial of number

def fact(n):

    if n==1:            *#base case*

        return 1

    sub = fact(n-1)     *#recursive subproblem*

    return n\*sub        *#self work*

print(fact(3))

1. Fibonacci Series

def fib(n):

    if(n<=1):          *#base case*

        return n

    sub1 = fib(n-1)    *#recursive subproblem*

    sub2 = fib(n-2)

    return sub1+sub2   *#self work*

print(fib(6))

1. Reverse strings

def rev(i,j,s):

    if i>=j:

        return ''.join(s)

    s[i],s[j] = s[j],s[i]

    return rev(i+1,j-1,s)

s=list("Palash")

print(rev(0,len(s)-1,s))

1. Print 1 to n

def print\_nums(n):

    if(n==0):          *#base case*

        return

    print\_nums(n-1)    *#recursive subproblem*

    print(n)           *#self work*

print\_nums(5)

1. Print 1 to n in descending order

def print\_nums\_desc(n):

    if(n==0):          *#base case*

        return

    print(n)           *#self work*

    print\_nums\_desc(n-1)    *#recursive subproblem*

print\_nums\_desc(5)

1. Range sum ( sum of all numbers from start to end )

def range\_sum(start,end):

    if start>end :                             *#base case*

        return 0

    return start + range\_sum(start+1,end)   *#self work,recursive subproblem*

print(range\_sum(3,5))

1. GCD(a,b) //here a>b. The Euclidean algorithm is a method for finding the greatest common divisor (GCD) of two numbers. It is based on the observation that if a and b are two positive integers with a > b, then the GCD of a and b is the same as the GCD of b and a % b, where % is the modulo operator.

The Euclidean algorithm is very efficient, with a worst-case time complexity of O(log n), where n is the larger of the two numbers.

def gcd(a,b):

    if(a==0):           *#base case*

        return b

    sub = gcd(b%a,a)   *#recursive subproblem*

    return sub          *#self work*

print(gcd(42,18))

1. Character occurrences in string

def count\_occurances(string,char):

    if len(string)==0:                             *#base case*

        return 0

    if string[0]==char:

        return 1 + count\_occurances(string[1:],char)  *#self work,recursive subproblem*

    else:

        return count\_occurances(string[1:],char)    *#self work,recursive subproblem*

print(count\_occurances("python application",'p'))

1. Sum of digits of a number

def sum\_digits(num):

    if num<10:                                  *#base case*

        return num

    return num%10 + sum\_digits(num//10)         *#self work , recursive case*

print(sum\_digits(101249))

def maxNum(m,l,i):

    if i==len(l):

        return m

    if l[i]>m:

        return maxNum(l[i],l,i+1)

    return maxNum(m,l,i+1)

print(maxNum(0,[21,5,2,5,9,12],0))

1. Max number in array

def find\_max(arr):

    if len(arr) == 1:

        return arr[0]

    else:

        return max(arr[0], find\_max(arr[1:]))

if \_\_name\_\_ == '\_\_main\_\_':

    print(find\_max([1, 2, 3, 9, 5, 6, 7, 8]))

1. Find N\*\*X

def power(n,x):

    if x==1:

        return 1

    else:

        if(x%2):

            return n\*n\*n\*power(n,x//2)

        else:

            return n\*n\*power(n,x//2)

print(power(2,4))

1. Check Palindrome

def is\_palindrome(s):

    if len(s) <= 1:

        return True

    else:

        return s[0] == s[-1] and is\_palindrome(s[1:-1])

print(is\_palindrome('abcba'))

1. GFG series

class Solution:

    def gfSeries(self, N : int) -> None:

        # code here

        ans = [0]\*N

        if N>1:

            ans[0]=0

        if N>2:

            ans[1]=1

        def rec(N):

            if N<=2:

                return N-1

            else:

                temp = rec(N-2)

                temp2 =  temp\*temp-rec(N-1)

                ans[N-1] = temp2

                return temp2

        rec(N)

## **LEVEL 2:**

1. Print star pattern

def pattern(n,j):

    if n==0:

       return

    if j==0:

        print("\r")

        pattern(n-1,n-1)

    else:

        print("\*",end="")

        pattern(n,j-1)

pattern(4,4)

*#Via loop (above one, j act as for loop, and reducing n value act as while loop)*

n=4

for i in range(n,0,-1):

    for j in range(i):

        print("\*",end="")

    print("\r")

*#Also try printing reverse of this pattern, will need to use pattern(n,i,j)*

1. Print Pattern

class Solution:    *#learn use of global variable*

    def pattern(*self*, *N*):

*# code here*

        def helper(*num*,*N*,*flag*):

            ans.append(*num*)

*if* *num*<=0:

*flag*=1

*if* *flag*==1:

*if*  *num*==*N*:

*return*

                helper(*num*+5,*N*,1)

*else*:

                helper(*num*-5,*N*,*flag*)

        global ans

        ans= []   *#remember to make global arr null before running this each time*

        helper(*N*,*N*,0)  *#flag=0 means increasing, 1 means decreasing*

*return* ans

1. Ways to go to party

Let 3 persons are there A B C

F(n) denotes total number of ways to go to party

F(n) depends on 2 cases:

If A goes alone: F(n) = number of ways B,C can go to party = F(n-1)

If A goes in pair: F(n) = number of ways to make pair \* (number of ways other n-2 can go to party )

= (n-1) \* F(n-2)

So

F(n) = F(n-1) + (n-1)\*F(n-2)

def ways\_to\_party(n):

    if n<=1:

        return 1

    else:

        return ways\_to\_party(n-1) + (n-1)\*ways\_to\_party(n-2)

print(ways\_to\_party(3))

1. Merge two sorted arrays

def merge\_sorted(*a*,*b*,*osf*): *#With output so far method*

*if* len(*a*)==0:

*return* *osf*+*b*

*if* len(*b*)==0:

*return* *osf*+*a*

*else*:

*if* *a*[0]<*b*[0]:

*osf*+=[*a*[0]]

            merge\_sorted(*a*[1:],*b*,*osf*)

*else*:

*osf*+=[*b*[0]]

            merge\_sorted(*a*,*b*[1:],*osf*)

*return* *osf*

a= [2,4,5,7,10]

b= [1,3,6,8,9]

print(merge\_sorted(a,b,[]))

def merge\_arr(*arr1*,*arr2*,*i*,*j*): *#Without osf way*

*if* *i*==len(*arr1*):

*return* *arr2*[*j*:]

*if* *j*==len(*arr2*):

*return* *arr1*[*i*:]

*if*(*arr1*[*i*]<*arr2*[*j*]):

*return* [*arr1*[*i*]]+merge\_arr(*arr1*,*arr2*,*i*+1,*j*)

*else*:

*return* [*arr2*[*j*]]+merge\_arr(*arr1*,*arr2*,*i*,*j*+1)

a= [2,4,5,7,10]

b= [1,3,6,8,9]

print(merge\_arr(a,b,0,0))

1. All subsets

def subsets(i,n,array,s):     *#s= output so far*

    if i==n:

        print('['+s+']')

        return

    subsets(i+1,n,array,s+array[i])

    subsets(i+1,n,array,s)

array=["A","B","C"]

subsets(0,len(array),array,"")

*#output: [['A', 'B', 'C'], ['A', 'B'], ['A', 'C'], ['A'], ['B', 'C'], ['B'], ['C'], []]*

1. Count of Binary strings

It forms a Fibonacci series, for n=1 count =2 (0,1) , for n=2 count = 3(00,01,10) , for n=3 count =5(000,100,010,001,101)

*#count of binary strings of length n with no consecutive 1's*

def count\_binary\_strings(n):

    if n<=2:

        return n+1

    else:

        return count\_binary\_strings(n-1)+count\_binary\_strings(n-2)

print(count\_binary\_strings(4))

1. Print binary strings

*#osf = output so far*

*#one\_flag = True if last value added was 1 else False*

def binary\_strings(*n*,*i*,*flag*,*osf*):

*if* *i*==*n*:

        ans.append(*osf*)

*return* 1

*if*(*flag*==0):

*return* binary\_strings(*n*,*i*+1,0,*osf*+"0") + binary\_strings(*n*,*i*+1,1,*osf*+"1")

*else*:

*return* binary\_strings(*n*,*i*+1,0,*osf*+"0")

global ans

ans=[]

print(binary\_strings(4,0,0,""))  *#this return count of strings*

print(ans)

1. Print all permutations

def permutations(i,s):

    if i == len(s):

        print(''.join(s))

    else:

        for j in range(i,len(s)):

            s[i],s[j] = s[j],s[i]

            permutations(i+1,s)

            s[i],s[j] = s[j],s[i]

permutations(0,list('abc'))

[![](data:image/jpeg;base64,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)](https://www.youtube.com/watch?v=GuTPwotSdYw)

9. Is Subsequence

def sub(*a*,*b*,*i*,*j*):

*if* *j*==len(*b*):

*return* True

*if* *i*==len(*a*):

*return* False

*if*(*a*[*i*]==*b*[*j*]):

*return* sub(*a*,*b*,*i*+1,*j*+1)

*else*:

*return* sub(*a*,*b*,*i*+1,*j*)

print(sub("abcdepm","acfde",0,0))

10. All Paths

*#To print all the paths,*

*#l = total length of path, for any path taken l = n-1+m-1*

*#i,j = current position* *m,n = destination*

*#s = string to store the path*

def paths(i,j,m,n,s,l):

    if i==m:

        print(s+"D"\*(l-len(s)))

        return 1

    elif j==n:

        print(s+"R"\*(l-len(s)))

        return 1

    else:

        sub1 =  paths(i+1,j,m,n,s+"R",l)

        sub2 =  paths(i,j+1,m,n,s+"D",l)

        return sub1+sub2

n=2

m=3

print(paths(1,1,n,m,"",n-1+m-1))

To just get count of paths:

def count\_paths(m,n):

    if m==1 or n==1:

        return 1

    return count\_paths(m-1,n)+count\_paths(m,n-1)

print(count\_paths(2,3))

11. All paths including diagonal

*#i,j = current position m,n = destination*

*#s = string to store the path*

*#R - right, B - bottom, D - diagonal*

def paths(i,j,m,n,s):

    if i>m or j>n:

        return 0

    if i==m-1 and j==n-1:

        print(s)

        return 1

    else:

        sub1 =  paths(i+1,j,m,n,s+"R")

        sub2 =  paths(i,j+1,m,n,s+"B")

        sub3 =  paths(i+1,j+1,m,n,s+"D")

        return sub1+sub2+sub3

m=3

n=2

print(paths(0,0,m,n,""))